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About This Book

The primary objective of this manual is to help programmers provide software that is compatible across the
family of PowerPC™ processors. Because the PowerPC Architecture is designed to be flexible to support a
broad range of processors, this book provides a general description of features that are common to PowerPC
processors and indicates those features that are optional or that may be implemented differently in the design
of each processor.

This book describes both the 32 and 64-bit portions of the PowerPC Architecture from the perspective of the
64-bit architecture. For information that pertains only to the 32-bit architecture refer to the PowerPC Micropro-
cessor Family: The Programming Environments for 32-Bit Microprocessors. To locate any published errata or
updates for this manual, refer to the world-wide web at http://www.ibm.com/powerpc. For programmers
working with a specific processor, this book should be used in conjunction with the user’'s manual for that
processor.

This manual distinguishes between the three levels, or programming environments, of the PowerPC Architec-
ture, which are as follows:

» PowerPC user instruction set architecture (UISA)—The UISA defines the level of the architecture to
which user-level software should conform.

« PowerPC virtual environment architecture (VEA)—The VEA, which is the smallest component of the
PowerPC Architecture, defines additional user-level functionality that falls outside typical user-level soft-
ware requirements.

Implementations that conform to the PowerPC VEA also adhere to the UISA, but may not necessarily
adhere to the OEA.

» PowerPC operating environment architecture (OEA)—The OEA defines supervisor-level resources typi-
cally required by an operating system.
Implementations that conform to the PowerPC OEA also conform to the PowerPC UISA and VEA.

Refer to Section 1.1.2 on page 34 for additional information on the PowerPC Architecture levels.

TEMPORARY 64-BIT BRIDGE

The OEA defines optional features to simplify the migration of 32-bit operating systems to a 64-bit imple-
mentations.

It is important to note that some resources are defined more generally at one level in the architecture and
more specifically at another. For example, conditions that can cause a floating-point exception are defined by
the UISA, while the exception mechanism itself is defined by the OEA.

This book does not attempt to replace the PowerPC Architecture specification (version 2.01), which defines
the architecture from the perspective of the three programming environments and which remains the defining
manual for the PowerPC Architecture.

For ease in reference, this book and the processor user’'s manuals have arranged the architecture informa-
tion into topics that build upon one another, beginning with a description and complete summary of registers
and instructions (for all three environments) and progressing to more specialized topics such as the cache,
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exception, and memory management models. As such, chapters may include information from multiple levels
of the architecture; for example, the discussion of the cache model uses information from both the VEA and
the OEA.

It is beyond the scope of this manual to describe individual PowerPC processors. It must be kept in mind that
each PowerPC processor may be unique in its implementation of the PowerPC Architecture.

The information in this book is subject to change without notice, as described in the disclaimers on the title
page of this book. As with any technical documentation, it is the readers’ responsibility to be sure they are
using the most recent version of the documentation. For more information contact your sales representative
or visit our web site at: http://www.ibm.com/powerpc.

Audience

This manual is intended for system software and hardware developers and application programmers who
want to develop 32 and 64-bit products using IBM’s 64-bit PowerPC processors. It is assumed that the reader
understands operating systems, microprocessor system design, and the basic principles of RISC processing.

This book describes both the 32 and the 64-bit portions of the PowerPC Architecture, primarily from the
perspective of the 64-bit architecture. The information in this manual that pertains only to the 32-bit architec-
ture is presented separately in the PowerPC Microprocessor Family: The Programming Environments for 32-
Bit Microprocessors.

Organization

Following is a summary and a brief description of the major sections of this manual:

» Chapter 1, “Overview," is useful for those who want a general understanding of the features and functions
of the PowerPC Architecture. This chapter describes the flexible nature of the PowerPC Architecture def-
inition and provides an overview of how the PowerPC Architecture defines the register set, operand con-
ventions, addressing modes, instruction set, cache model, exception model, and memory management
model.

« Chapter 2, “PowerPC Register Set," is useful for software engineers who need to understand the Pow-
erPC programming model for the three programming environments and the functionality of the PowerPC
registers.

» Chapter 3, “Operand Conventions," describes PowerPC conventions for storing data in memory, includ-
ing information regarding alignment, single and double-precision floating-point conventions, and big and
little-endian byte ordering.

« Chapter 4, “Addressing Modes and Instruction Set Summary," provides an overview of the PowerPC
addressing modes and a description of the PowerPC instructions. Instructions are organized by function.

» Chapter 5, “Cache Model and Memory Coherency," provides a discussion of the cache and memory
model defined by the VEA and aspects of the cache model that are defined by the OEA.

» Chapter 6, “Exceptions," describes the exception model defined in the OEA.

e Chapter 7, “Memory Management,” provides descriptions of the PowerPC address translation and mem-
ory protection mechanism as defined by the OEA.

« Chapter 8, “Instruction Set," functions as a handbook for the PowerPC instruction set. Instructions are
sorted by mnemonic. Each instruction description includes the instruction formats and an individualized
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legend that provides such information as the level(s) of the PowerPC Architecture in which the instruction
may be found and the privilege level of the instruction.

» Appendix A, “PowerPC Instruction Set Listings," lists all the PowerPC instructions. Instructions are
grouped according to mnemonic, opcode, function, and form.

« Appendix B, “Multiple-Precision Shifts," describes how multiple-precision shift operations can be pro-
grammed as defined by the UISA.

« Appendix C, “Floating-Point Models," gives examples of how the floating-point conversion instructions
can be used to perform various conversions as described in the UISA.

» Appendix D, “Synchronization Programming Examples," gives examples showing how synchronization
instructions can be used to emulate various synchronization primitives and how to provide more complex
forms of synchronization.

« Appendix E, “Simplified Mnemonics," provides a set of simplified mnemonic examples and symbols.

« This manual also includes a glossary.

Suggested Reading

This section lists additional reading that provides background for the information in this manual, as well as
general information about the PowerPC Architecture.

General Information
The following documentation provides useful information about the PowerPC Architecture and computer
architecture in general:

» The following books are available via many online bookstores.

— The PowerPC Architecture: A Specification for a New Family of RISC Processors, Second Edition, by
International Business Machines, Inc.1994.
Note: This book has been superseded with the PowerPC Architecture Books I-lll, Version 2.01 and
is available at www.ibm.com/powerpc.

— PowerPC Microprocessor Common Hardware Reference Platform: A System Architecture, by Apple
Computer, Inc., International Business Machines, Inc., and Motorola, Inc.

— Macintosh Technology in the Common Hardware Reference Platform, by Apple Computer, Inc.

— Computer Architecture: A Quantitative Approach, Second Edition, by
John L. Hennessy and David A. Patterson,

« Inside Macintosh: PowerPC System Software, Addison-Wesley Publishing Company, One Jacob Way,
Reading, MA, 01867.

» PowerPC Programming for Intel Programmers, by Kip McClanahan; IDG Books Worldwide, Inc., 919
East Hillsdale Boulevard, Suite 400, Foster City, CA, 94404.
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PowerPC Documentation

The PowerPC documentation is organized in the following types of documents:

User’'s manuals—These books provide details about individual PowerPC implementations and are
intended to be used in conjunction with The Programming Environments Manual. Chapter 1, Overview is
equivalent to previously released Technical Summaries.

Addenda/errata to user's manuals—Because some processors have follow-on parts, an addendum may
be provided that describes the additional features and changes to functionality of the follow-on part.
These addenda are intended for use with the corresponding user’'s manuals.

Programming environments manuals (PEM)—These books provide information about resources defined
by the PowerPC Architecture that are common to PowerPC processors. There are several PEM versions
available, this version of the PEM which includes both the 32-bit and 64-bit PowerPC Architecture; the
PowerPC Microprocessor Family: The Programming Environments for 32-Bit Microprocessors that
describes only the 32-bit model; and the PowerPC Microprocessor Family: Altivec ™" Technology Pro-
gramming Environments Manual which describes the vector/SIMD architecture.

Datasheets—Datasheets provide specific data regarding bus timing, signal behavior, and AC, DC, and
thermal characteristics, as well as other design considerations for each PowerPC implementation.

PowerPC Microprocessor Family: The Programmer’s Reference Guide: MPRPPCPRG-01 is a concise
reference that includes the register summary, memory control model, exception vectors, and the Pow-
erPC instruction set.

PowerPC Quick Reference Guide: This brochure is a Quick Reference Guide to IBM's portfolio of indus-
try-leading PowerPC technology. It includes highlights and specifications for the PowerPC 405, PowerPC
440, PowerPC 750, and PowerPC 970 based standard products.

Book I: PowerPC User Instruction Set Architecture (Version 2.01)-This book defines the instructions, reg-
isters, etc., typically used by application programs (for example, Branch, Load, Store, and Arithmetic
instructions; general purpose and floating-point registers). All Book | facilities and instructions are non-
privileged (are available in problem state).

Book II: PowerPC Virtual Environment Architecture (Version 2.01)-This book defines the storage model
(caches, storage access ordering, etc.) and related instructions, such as the instructions used to manage
caches and to synchronize storage accesses when storage is shared among programs running on differ-
ent processors. All Book Il facilities and instructions are non-privileged, but they are typically used via
operating-system-provided library subroutines, which application programs call as needed.

Book Ill: PowerPC Operating Environment Architecture (Version 2.01) —This book defines the privileged
facilities and related instructions (address translation, storage protection, interruptions, etc.). Nearly all
Book Ill facilities and instructions are privileged. (Those that are non-privileged are described also in
Book | or I, but only at the level needed by application programmers.)

Application notes—These short documents contain useful information about specific design issues useful
to programmers and engineers working with PowerPC processors.

Documentation for support chips.

For a current list of PowerPC documentation, refer to the world-wide web at http://www.chips.ibm.com. Addi-
tional literature on PowerPC implementations is being released to the web as new processors become avail-
able.
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This manual uses the following notational conventions:

mnemonics

italics

0x0

0b0

rA, rB

rb

frA, frB, frC
frD

n

REG[FIELD]

0000

Instruction mnemonics are shown in lowercase bold.

Italics indicate variable command parameters, for example, bcctr x.
Book titles in text are set in italics.

Prefix to denote hexadecimal number

Prefix to denote binary number

Instruction syntax used to identify a source GPR
Instruction syntax used to identify a destination GPR
Instruction syntax used to identify a source FPR
Instruction syntax used to identify a destination FPR
Used to express an undefined numerical value

Abbreviations or acronyms for registers are shown in uppercase text. Specific bits,
fields, or ranges appear in brackets. For example, MSR[LE] refers to the little-
endian mode enable bit in the machine state register.

In certain contexts, such as a signal encoding, this indicates a don't care.
NOT logical operator

AND logical operator

OR logical operator

Indicates reserved bits or bit fields in a register. Although these bits may be written
to as either ones or zeroes, they are always read as zeros.

TEMPORARY 64-BIT BRIDGE

Text that pertains to the optional 64-bit bridge defined by the OEA is presented with a box, as shown

here.

Additional conventions used with instruction encodings are described in Table 8-2 on page 346. Conventions
used for pseudocode examples are described in Table 8-3 on page 349.
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Acronyms and Abbreviations

Table i contains acronyms and abbreviations that are used in this manual. Note that the meanings for some
acronyms (such as SDR1 and XER) are historical, and the words for which an acronym stands may not be

intuitively obvious.

Table i. Acronyms and Abbreviated Terms

Term
ALU
ASR
BIST
BPU
BUID
CR
CTR
DABR
DAR
DEC
DSISR
DTLB
EA
EAR
ECC
FIFO
FPECR
FPR
FPSCR
FPU
GPR
IEEE®
ITLB

L2
LIFO
LR
LRU
LSB
Isb

Isq
MERSI

About This Book
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Meaning

Arithmetic logic unit

Address space register

Built-in self test

Branch processing unit

Bus unit ID

Condition register

Count register

Data address breakpoint register

Data address register

Decrementer register

Register used for determining the source of a DSI exception
Data translation lookaside buffer
Effective address

External access register

Error checking and correction
First-in-first-out

Floating-point exception cause register
Floating-point register

Floating-point status and control register
Floating-point unit

General-purpose register

Institute of Electrical and Electronics Engineers
Instruction translation lookaside buffer
Integer unit

Secondary cache

Last-in-first-out

Link register

Least recently used

Least-significant byte

Least-significant bit

Least-significant quad word

Modified/exclusive/reserved/shared/invalid—cache coherency protocol
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SRRO
SRR1
STE
B
TLB
UIMM
UISA
VA
VEA
WAR
WAW
WIMG
XER

Meaning
Modified/exclusive/shared/invalid—cache coherency protocol
Memory management unit
Most-significant byte
Most-significant bit

Most-significant quad word
Machine state register

Not a number

Next instruction address

No operation

Operating environment architecture
Processor identification register
Page table entry

Page table entry group

Processor version register
Reduced instruction set computing
Register transfer language

Read with intent to modify

Programming Environments Manual

PowerPC RISC Microprocessor Family

Register that specifies the page table base address for virtual-to-physical address translation

Single instruction stream, multiple data streams
Signed immediate value

Segment lookaside buffer
Special-purpose register

Registers available for general purposes
Segment register

Machine status save/restore register 0
Machine status save/restore register 1
Segment table entry

Time base register

Translation lookaside buffer

Unsigned immediate value

User instruction set architecture

Virtual address

Virtual environment architecture
Write-after-read

Write-after-write

Write-through/caching-inhibited/memory-coherency enforced/guarded — memory attribute bits

Register used primarily for indicating conditions such as carries and overflows for integer operations
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Terminology Conventions

Table ii lists certain terms used in this manual that differ from the architecture terminology conventions.

Table ii. Terminology Conventions

The Architecture Specification
Data storage interrupt (DSI)
Extended mnemonics

Instruction storage interrupt (1SI)
Interrupt

Privileged mode (or privileged state)
Problem mode (or problem state)
Real address

Relocation

Storage (locations)

Storage (the act of)

Swizzling

This Manual

DSl exception
Simplified mnemonics
ISI exception
Exception
Supervisor-level privilege
User-level privilege
Physical address
Translation

Memory

Access

Double-word swap

Table iii describes instruction field notation conventions used in this manual.

Table iii. Instruction Field Conventions

The Architecture Specification
BA, BB, BT

BF, BFA

D

DS

FLM

FRA, FRB, FRC, FRT, FRS
FXM

RA, RB, RT, RS

SI

u

ul

100
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Equivalent to:

crb A, crb B, crb D (respectively)
crfD, crf S (respectively)

d

ds

FM

frA, frB, frC, frD, frS (respectively)
CRM

rA, rB, rD, rS (respectively)
SIMM

IMM

UiMM

0...0 (shaded)
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1. Overview

The PowerPC Architecture provides a software model that ensures software compatibility among implemen-
tations of the PowerPC family of microprocessors. In this manual, and in other PowerPC documentation as
well, the term ‘implementation’ refers to a hardware device (typically a microprocessor) that complies with the
specifications defined by the architecture.

The PowerPC Architecture is a 64-bit architecture with a 32-bit subset. The 32 and 64 pertain to the size of
the integer register width and its supporting registers. In both implementations the floating point registers
have always been 64 bits.

In general, the architecture defines the following:

« Instruction set—The instruction set specifies the families of instructions (such as load/store, integer arith-
metic, and floating-point arithmetic instructions), the specific instructions, and the forms used for encod-
ing the instructions. The instruction set definition also specifies the addressing modes used for accessing
memory.

» Programming model—The programming model defines the register set and the memory conventions,
including details regarding the bit and byte ordering, and the conventions for how data (such as integer
and floating-point values) are stored.

« Memory model—The memory model defines the size of the address space and of the subdivisions
(pages and blocks) of that address space. It also defines the ability to configure pages and blocks of
memory with respect to caching, byte ordering (big or little-endian), coherency, and various types of
memory protection.

» Exception model—The exception model defines the common set of exceptions and the conditions that
can generate those exceptions. The exception model specifies characteristics of the exceptions, such as
whether they are precise or imprecise, synchronous or asynchronous, and maskable or nonmaskable.
The exception model defines the exception vectors and a set of registers used when exceptions are
taken. The exception model also provides memory space for implementation-specific exceptions. (Note
that exceptions are referred to as interrupts in the architecture specification.)

* Memory management model—The memory management model defines how memory is partitioned, con-
figured, and protected. The memory management model also specifies how memory translation is per-
formed, the real, virtual, and physical address spaces, special memory control instructions, and other
characteristics. (Physical address is referred to as real address in the architecture specification.)

» Time-keeping model—The time-keeping model defines facilities that permit the time of day to be deter-
mined and the resources and mechanisms required for supporting time-related exceptions.

These aspects of the PowerPC Architecture are defined at different levels of the architecture, and this chapter
provides an overview of those levels—the user instruction set architecture (UISA), the virtual environment
architecture (VEA), and the operating environment architecture (OEA).
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1.1 PowerPC Architecture Overview

The PowerPC Architecture takes advantage of recent technological advances in such areas as process tech-
nology, compiler design, and reduced instruction set computing (RISC) microprocessor design. It provides
software compatibility across a diverse family of implementations, primarily single-chip microprocessors,
intended for a wide range of systems, including battery-powered personal computers; embedded controllers;
high-end scientific and graphics workstations; and multiprocessing, microprocessor-based mainframes. To
provide a single architecture for such a broad assortment of processor environments, the PowerPC Architec-
ture is both flexible and scalable.

The flexibility of the PowerPC Architecture offers many price/performance options. Designers can choose
whether to implement architecturally-defined features in hardware or in software. For example, a processor
designed for a high-end workstation has a greater need for the performance gained from implementing
floating-point normalization and denormalization in hardware than a battery-powered, general-purpose
computer might.

The PowerPC Architecture is scalable to take advantage of continuing technological advances—for example,
the continued miniaturization of transistors makes it more feasible to implement more execution units and a
richer set of optimizing features without being constrained by the architecture.

The PowerPC Architecture defines the following features:

» Separate 32-entry register files for integer and floating-point instructions. The general-purpose registers
(GPRs) hold source data for integer arithmetic instructions, and the floating-point registers (FPRs) hold
source and target data for floating-point arithmetic instructions.

« Instructions for loading and storing data between the memory system and either the FPRs or GPRs.

« Uniform-length instructions to allow simplified instruction pipelining and parallel processing instruction
dispatch mechanisms.

» Nondestructive use of registers for arithmetic instructions in which the second, third, and sometimes the
fourth operand, typically specify source registers for calculations whose results are typically stored in the
target register specified by the first operand.

« A precise exception model (with the option of treating floating-point exceptions imprecisely).
 Floating-point support that includes IEEE-754 floating-point operations.

» A flexible architecture definition that allows certain features to be performed in either hardware or with
assistance from implementation-specific software depending on the needs of the processor design.

» The ability to perform both single and double-precision floating-point operations.

» User-level instructions for explicitly storing, flushing, and invalidating data in the on-chip caches. The
architecture also defines special instructions (cache block touch instructions) for speculatively loading
data before it is needed, reducing the effect of memory latency.

 Definition of a memory model that allows weakly-ordered memory accesses. This allows bus operations
to be reordered dynamically, which improves overall performance and in particular reduces the effect of
memory latency on instruction throughput.

» Support for separate instruction and data caches (Harvard architecture) and for unified caches.
« Support for both big and little-endian addressing modes.

e Support for 64-bit addressing. The architecture supports both 32-bit or 64-bit implementations. This man-
ual typically describes the architecture in terms of the 64-bit implementation. Additional information
regarding the 32-bit definition is provided where needed.
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This chapter provides an overview of the major characteristics of the PowerPC Architecture in the order in
which they are addressed in this book:

» Register set and programming model
* Instruction set and addressing modes
» Cache implementations

» Exception model

« Memory management

1.1.1 64-Bit PowerPC Architecture and the 32-Bit Subset

The PowerPC Architecture is a 64-bit architecture with a 32-bit subset. It is important to distinguish the
following modes of operations:

* 64-bit implementations/64-bit mode—The PowerPC Architecture provides 64-bit addressing, 64-bit inte-
ger data types, and instructions that perform arithmetic operations on those data types, as well as other
features to support the wider addressing range. The processor is configured to operate in 64-bit mode by
setting the MSR[SF] bit.

» Processors that implement only the 32-bit portion of the PowerPC Architecture provide 32-bit effective
addresses, which is also the maximum size of integer data types.

* 64-bit implementations/32-bit mode—For compatibility with 32-bit implementations, 64-bit implementa-
tions can be configured to operate in 32-bit mode by clearing the MSR[SF] bit. In 32-bit mode, the effec-
tive address is treated as a 32-bit address, condition bits, such as overflow and carry bits, are set based
on 32-bit arithmetic (for example, integer overflow occurs when the result exceeds 32 bits), and the count
register (CTR) is tested by branch conditional instructions following conventions for 32-bit implementa-
tions. All applications written for 32-bit implementations will run without modification on 64-bit processors
running in 32-bit mode.

This book describes the full 64-bit architecture (for example, instructions are described from a 64-bit perspec-
tive). In most cases, details of the 32-bit subset can easily be determined from the 64-bit descriptions. Signif-
icant differences in the 32-bit subset are highlighted and described separately as they occur.

1.1.1.1 Temporary 64-Bit Bridge

The OEA defines an additional, optional bridge that may make it easier to migrate a 32-bit operating system
to the 64-bit architecture. This bridge allows 64-bit implementations to use a simpler memory management
model to access 32-bit effective address space. Processors that implement this bridge may implement
resources, such as instructions, that are not supported, and in some cases not permitted by the 64-bit archi-
tecture.

For processors that implement the address translation portion of the bridge, segment descriptors take the
form of the STEs defined for 64-bit MMUSs; however, only 16 STEs are required to define the entire 4-Gbyte
address space. Like 32-bit implementations, the effective address space is entirely defined by 16 contiguous
256-Mbyte segment descriptors. Rather than using the set of 16, 32-bit segment registers as is defined for
the 32-bit MMU, the 16 STEs are implemented and are maintained in 16 SLB entries.

These resources are described more fully in Section 7.7 Migration of Operating Systems from 32-Bit Imple-
mentations to 64-Bit Implementations. These resources are not to be considered a permanent part of the
PowerPC Architecture.
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1.1.2 Levels of the PowerPC Architecture

The PowerPC Architecture is defined in three levels that correspond to three programming environments,
roughly described from the most general, user-level instruction set environment, to the more specific, oper-
ating environment. This layering of the architecture provides flexibility, allowing degrees of software compati-
bility across a wide range of implementations. For example, an implementation such as an embedded
controller will support the user instruction set, whereas it may be impractical for it to adhere to the memory
management, exception, and cache models.

The three levels of the PowerPC Architecture are defined as follows:

« PowerPC user instruction set architecture (UISA)—The UISA defines the level of the architecture to
which user-level (referred to as problem state in the architecture specification) software should conform.
The UISA defines the base user-level instruction set, user-level registers, data types, floating-point mem-
ory conventions and exception model as seen by user programs, and the memory and programming
models. The icon shown in the margin identifies text that is relevant with respect to the UISA.

« PowerPC virtual environment architecture (VEA)—The VEA defines additional user-level functionality
that falls outside typical user-level software requirements. The VEA describes the memory model for an
environment in which multiple devices can access memory, defines aspects of the cache model, defines
cache control instructions, and defines the time base facility from a user-level perspective. The icon
shown in the margin identifies text that is relevant with respect to the VEA.

» PowerPC operating environment architecture (OEA)—The OEA defines supervisor-level (referred to as
privileged state in the architecture specification) resources typically required by an operating system. The
OEA defines the PowerPC memory management model, supervisor-level registers, synchronization
requirements, and the exception model. The OEA also defines the time base feature from a supervisor-
level perspective. The icon shown in the margin identifies text that is relevant with respect to the OEA.

Implementations that adhere to the VEA level are guaranteed to adhere to the UISA level, but may not neces-
sarily adhere to the OEA level; likewise, implementations that conform to the OEA level are also guaranteed
to conform to the UISA and the VEA levels.

All PowerPC devices adhere to the UISA, offering compatibility among all PowerPC application programs.
However, there may be different versions of the VEA and OEA than those described here. For example,
some devices, such as embedded controllers, may not require some of the features as defined by this VEA
and OEA, and may implement a simpler or modified version of those features.

The general-purpose PowerPC microprocessors comply both with the UISA and with the VEA and OEA
discussed here. In this book, these three levels of the architecture are referred to collectively as the PowerPC
Architecture. The distinctions between the levels of the PowerPC Architecture are maintained clearly
throughout this manual, using the conventions described in the Section Conventions on page 27.
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1.1.3 Latitude Within the Levels of the PowerPC Architecture

The PowerPC Architecture defines those parameters necessary to ensure compatibility among PowerPC
processors, but also allows a wide range of options for individual implementations. These are as follows:

« The PowerPC Architecture defines some facilities (such as registers, bits within registers, instructions,
and exceptions) as optional.

» The PowerPC Architecture allows implementations to define additional privileged special-purpose regis-
ters (SPRs), exceptions, and instructions for special system requirements (such as power management
in processors designed for very low-power operation).

« There are many other parameters that the PowerPC Architecture allows implementations to define. For
example, the PowerPC Architecture may define conditions for which an exception may be taken, such as
alignment conditions. A particular implementation may choose to solve the alignment problem without
taking the exception.

» Processors may implement any architectural facility or instruction with assistance from software (that is,
they may trap and emulate) as long as the results (aside from performance) are identical to that specified
by the architecture.

» Some parameters are defined at one level of the architecture and defined more specifically at another.
For example, the UISA defines conditions that may cause an alignment exception, and the OEA specifies
the exception itself.

1.1.4 Features Not Defined by the PowerPC Architecture

Because flexibility is an important design goal of the PowerPC Architecture, there are many aspects of the
processor design, typically relating to the hardware implementation, that the PowerPC Architecture does not
define, such as the following:

» System bus interface signals—Although numerous implementations may have similar interfaces, the
PowerPC Architecture does not define individual signals or the bus protocol. For example, the OEA
allows each implementation to determine the signal or signals that trigger the machine check exception.

» Cache design—The PowerPC Architecture does not define the size, structure, the replacement algo-
rithm, or the mechanism used for maintaining cache coherency. The PowerPC Architecture supports, but
does not require, the use of separate instruction and data caches. Likewise, the PowerPC Architecture
does not specify the method by which cache coherency is ensured.

* The number and the nature of execution units—The PowerPC Architecture is a reduced instruction set
computing (RISC) architecture, and as such has been designed to facilitate the design of processors that
use pipelining and parallel execution units to maximize instruction throughput. However, the PowerPC
Architecture does not define the internal hardware details of implementations. For example, one proces-
sor may execute load and store operations in the integer unit, while another may execute these instruc-
tions in a dedicated load/store unit.

» Other internal microarchitecture issues—The PowerPC Architecture does not prescribe which execution
unit is responsible for executing a particular instruction; it also does not define details regarding the
instruction fetching mechanism, how instructions are decoded and dispatched, and how results are writ-
ten back. Dispatch and write-back may occur in-order or out-of-order. Also while the architecture speci-
fies certain registers, such as the GPRs and FPRs, implementations can implement register renaming or
other schemes to reduce the impact of data dependencies and register contention.

peml_overview.fm.2.3 Overview
March 31, 2005 Page 35 of 721



Programming Environments Manual

PowerPC RISC Microprocessor Family

1.2 The PowerPC Architectural Models
This section provides overviews of aspects defined by the PowerPC Architecture, following the same order as
the rest of this book. The topics include the following:

» PowerPC registers and programming model

» PowerPC operand conventions

» PowerPC instruction set and addressing modes

» PowerPC cache model

» PowerPC exception model

* PowerPC memory management model

1.2.1 PowerPC Registers and Programming Model

The PowerPC Architecture defines register-to-register operations for computational instructions. Source
operands for these instructions are accessed from the architected registers or are provided as immediate
values embedded in the instruction. The three-register instruction format allows specification of a target
register distinct from two source operand registers. This scheme allows efficient code scheduling in a highly
parallel processor. Load and store instructions are the only instructions that transfer data between registers
and memory. The PowerPC registers are shown in Figure 1-1.
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Figure 1-1. Programming Model—PowerPC Registers

f SUPERVISOR MODEL—OEA \

Configuration Registers

/ * Machine State Register (MSR)
/ USER MODEL—UISA \ » Processor Version Register (PVR)
» 32 General-Purpose Registers (GPRSs)
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1. 32-bit implementations only
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3. Implementation specific register

The programming model incorporates 32 GPRs, 32 FPRs, special-purpose registers (SPRs), and several
miscellaneous registers. Each implementation may have its own unique set of hardware implementation
(HID) registers that are not defined by the architecture.

PowerPC processors have two levels of privilege:

« Supervisor mode—used exclusively by the operating system. Resources defined by the OEA can be
accessed only by supervisor-level software.

« User mode—used by the application software and operating system software. (Only resources defined by
the UISA and VEA can be accessed by user-level software.)
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These two levels govern the access to registers, as shown in Figure 1-1. The division of privilege allows the
operating system to control the application environment (providing virtual memory and protecting operating
system and critical machine resources). Instructions that control the state of the processor, the address trans-
lation mechanism, and supervisor registers can be executed only when the processor is operating in super-
visor mode.

« User Instruction Set Architecture Registers—All UISA registers can be accessed by all software with
either user or supervisor privileges. These registers include the 32 general-purpose registers (GPRs) and
the 32 floating-point registers (FPRs), and other registers used for integer, floating-point, and branch
instructions.

« Virtual Environment Architecture Registers—The VEA defines the user-level portion of the time base
facility, which consists of the two 32-bit time base registers. These registers can be read by user-level
software, but can be written to only by supervisor-level software.

» Operating Environment Architecture Registers—SPRs defined by the OEA are used for system-level
operations such as memory management, exception handling, and time-keeping.

The PowerPC Architecture also provides room in the SPR space for implementation-specific registers, typi-
cally referred to as HID registers. Individual HIDs are not discussed in this manual.
1.2.2 Operand Conventions

Operand conventions are defined in two levels of the PowerPC Architecture—user instruction set architecture
(UISA) and virtual environment architecture (VEA). These conventions define how data is stored in registers
and memory.

1.2.2.1 Byte Ordering

The default mapping for PowerPC processors is big-endian, but the UISA provides the option of operating in
either big or little-endian mode. Big-endian byte ordering is shown in Figure 1-2.

Figure 1-2. Big-Endian Byte and Bit Ordering

MSB

Byte O Byte 1 | x |

Big-Endian Byte Ordering

Byte N (max) |

The OEA defines two bits in the MSR for specifying byte ordering—LE (little-endian mode) and ILE (exception
little-endian mode). The LE bit specifies whether the processor is configured for big-endian or little-endian
mode; the ILE bit specifies the mode when an exception is taken by being copied into the LE bit of the MSR.
A value of 0 specifies big-endian mode and a value of 1 specifies little-endian mode.

Note: Little endian mode is optional. If the processor does not support little endian mode, then MSR[LE] and
MSR[ILE] are treated as resered.

Refer to Section 3.1.2 Byte Ordering for details on big-endian and little-endian modes.
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1.2.2.2 Data Organization in Memory and Data Transfers

Bytes in memory are numbered consecutively starting with 0. Each number is the address of the corre-
sponding byte.

Memory operands may be bytes, half-words, words, or double-words, or for the load/store string/multiple
instructions, a sequence of bytes or words. The address of a multiple-byte memory operand is the address of
its first byte (that is, of its lowest-numbered byte). Operand length is implicit for each instruction.

The operand of a single-register memory access instruction has a natural alignment boundary equal to the
operand length. In other words, the natural address of an operand is an integral multiple of the operand
length. A memory operand is said to be aligned if it is aligned at its natural boundary; otherwise it is
misaligned.

1.2.2.3 Floating-Point Conventions

The PowerPC Architecture adheres to the IEEE-754 standard for 32 and 64-bit floating-point arithmetic:

» Double-precision arithmetic instructions may have single or double-precision operands but always pro-
duce double-precision results.

» Single-precision arithmetic instructions require all operands to be single-precision values and always pro-
duce single-precision results. Single-precision values are stored in double-precision format in the FPRs—
these values are rounded such that they can be represented in 32-bit, single-precision format (as they
are in memory).

1.2.3 PowerPC Instruction Set and Addressing Modes

All PowerPC instructions are encoded as single-word (32-bit) instructions. Instruction formats are consistent
among all instruction types, permitting decoding to occur in parallel with operand accesses. This fixed instruc-
tion length and consistent format greatly simplifies instruction pipelining.

1.2.3.1 PowerPC Instruction Set

Although these categories are not defined by the PowerPC Architecture, the PowerPC instructions can be
grouped as follows:

« Integer instructions—These instructions are defined by the UISA. They include computational and logical
instructions. For example, integer arithmetic instructions, integer compare instructions, logical instruc-
tions, and integer rotate and shift instructions.

 Floating-point instructions—These instructions, defined by the UISA, include floating-point computational
instructions, as well as instructions that manipulate the floating-point status and control register (FPSCR).
For example, floating-point arithmetic instructions, floating-point multiply/add instructions, floating-point
compare instructions, floating-point status and control instructions, floating-point move instructions, and
optional floating-point instructions.

» Load/store instructions—These instructions, defined by the UISA, include integer and floating-point load
and store instructions. For example, integer load and store instructions, integer load and store with byte
reverse instructions, integer load and store multiple instructions, integer load and store string instructions,
and floating-point load and store instructions.
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* The UISA also provides a set of load/store with reservation instructions (lwarx /ldarx and stwcx. /stdcx. )
that can be used as primitives for constructing atomic memory operations in multiprocessing environ-
ments. These are grouped under synchronization instructions.

» Synchronization instructions—The UISA and VEA define instructions for memory synchronizing, espe-
cially useful for multiprocessing. For example, load and store with reservation instructions (these UISA-
defined instructions provide primitives for synchronization operations such as test and set, compare and
swap, and compare memory). The synchronization instruction (sync ) is useful for synchronizing load and
store operations on a memory bus that is shared by multiple devices. The Enforce In-Order Execution of
I/O (eieio) instruction provides an ordering function for the effects of load and store operations executed
by a processor.

» Flow control instructions—These include branching instructions, condition register logical instructions,
trap instructions, and other instructions that affect the instruction flow. The UISA defines numerous
instructions that control the program flow, including branch, trap, and system call instructions, as well as
instructions that read, write, or manipulate bits in the condition register. The OEA defines two flow control
instructions that provide system linkage (sc, rfid ). These instructions are used for entering and returning
from supervisor level.

» Processor control instructions—These instructions are used for synchronizing memory accesses and
managing caches and translation lookaside buffers (TLBs) (and segment registers in 32-bit implementa-
tions). These instructions include move to/from special-purpose register instructions (mtspr and mfspr ).

« Memory/cache control instructions—These instructions provide control of caches, SLBs, TLBs, and seg-
ment registers (in 32-bit implementations). The VEA defines several cache control instructions. The OEA
defines several memory control instructions.

« External control instructions—The VEA defines two optional instructions (eciwx , ecowx ) for use with
special input/output devices.

TEMPORARY 64-BIT BRIDGE

« The 64-bit bridge allows several instructions to be used in 64-bit implementations that are otherwise
defined for use in 32-bit implementations only. These include the following:

— Move to Segment Register (mtsr) and Move to Segment Register Indirect (mtsrin )
— Move from Segment Register (mfsr) and Move from Segment Register Indirect (mfsrin )
All four of these instructions are implemented as a group and are never implemented individually.

Attempting to execute one of these instructions on a 64-bit implementation on which these instruc-
tions are not supported causes program exception.

Note: This grouping of the instructions does not indicate which execution unit executes a particular instruc-
tion or group of instructions. This is not defined by the PowerPC Architecture.
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1.2.3.2 Calculating Effective Addresses

The effective address (EA), also called the logical address, is the address computed by the processor when
executing a memory access or branch instruction or when fetching the next sequential instruction. Unless
address translation is disabled, this address is converted by the MMU to the appropriate physical address.

Note: The architecture specification uses only the term effective address and not logical address.

The PowerPC Architecture supports the following simple addressing modes for memory access instructions:
e EA = (rA|O) (register indirect)
« EA = (rA|0) + offset (including offset = 0) (register indirect with immediate index)
« EA = (rA|0) + rB (register indirect with index)

These simple addressing modes allow efficient address generation for memory accesses.

1.2.4 PowerPC Cache Model

The VEA and OEA portions of the architecture define aspects of cache implementations for PowerPC proces-
sors. The PowerPC Architecture does not define hardware aspects of cache implementations. For example,
some PowerPC processors may have separate instruction and data caches (Harvard architecture), while
others have a unified cache.

The PowerPC Architecture allows implementations to control the following memory access modes on a page
or block basis:

» Write-back/write-through mode
« Caching-inhibited mode
« Memory coherency

« Guarded/not guarded against speculative accesses

Coherency is maintained on a cache block basis, and cache control instructions perform operations on a
cache block basis. The size of the cache block is implementation-dependent. The term cache block should
not be confused with the notion of a block in memory, which is described in Section 1.2.6 PowerPC Memory
Management Model.

The VEA portion of the PowerPC Architecture defines several instructions for cache management. These can
be used by user-level software to perform such operations as touch operations (which cause the cache block
to be speculatively loaded), and operations to store, flush, or clear the contents of a cache block. The OEA
portion of the architecture defines one cache management instruction—the Data Cache Block Invalidate
(dcbi) instruction.

Note: The instruction, dcbi, which is illegal in the PowerPC Architecture (version 2.01), may be implemented
in 32-bit designs prior to Version 2.01 of the architecture.
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1.2.5 PowerPC Exception Model

The PowerPC exception mechanism, defined by the OEA, allows the processor to change to supervisor state
as a result of external signals, errors, or unusual conditions arising in the execution of instructions. When
exceptions occur, information about the state of the processor is saved to various registers and the processor
begins execution at an address (exception vector) predetermined for each type of exception. Exception
handler routines begin execution in supervisor mode. The PowerPC exception model is described in detail in
Chapter 6, Exceptions.

Note: Some aspects regarding exception conditions are defined at other levels of the architecture. For exam-
ple, floating-point exception conditions are defined by the UISA, whereas the exception mechanism is defined
by the OEA.

The PowerPC Architecture requires that exceptions be handled in program order (excluding the optional
floating-point imprecise modes and the reset and machine check exception); therefore, although a particular
implementation may recognize exception conditions out of order, they are handled strictly in order. When an
instruction-caused exception is recognized, any unexecuted instructions that appear earlier in the instruction
stream, including any that have not yet begun to execute, are required to complete before the exception is
taken. Any exceptions caused by those instructions must be handled first. Likewise, exceptions that are asyn-
chronous and precise are recognized when they occur, but are not handled until all instructions currently
executing successfully complete processing and report their results.

The OEA supports four types of exceptions:
» Synchronous, precise
e Synchronous, imprecise
« Asynchronous, maskable

« Asynchronous, nonmaskable

1.2.6 PowerPC Memory Management Model

The PowerPC memory management unit (MMU) specifications are provided by the PowerPC OEA. The
primary functions of the MMU in a PowerPC processor are to translate logical (effective) addresses to phys-
ical addresses for memory accesses and I/O accesses (most I/O accesses are assumed to be memory-
mapped), and to provide access protection on a block or page basis.

Note: Many aspects of memory management are implementation-dependent. The description in Chapter 7,
Memory Management describes the conceptual model of a PowerPC MMU; however, PowerPC processors
may differ in the specific hardware used to implement the MMU model of the OEA.

PowerPC processors require address translation for two types of transactions—instruction accesses and
data accesses to memory (typically generated by load and store instructions).

The memory management specification of the PowerPC OEA includes models for both 32 and 64-bit imple-
mentations. The MMU of a 64-bit PowerPC processor provides 254 pytes of effective address space acces-
sible to supervisor and user programs with support for two page sizes; a 4-Kbyte page size (212) and a large
page whose size is implementation dependent (2° where 13 < p < 28). PowerPC 32-bit processors also have
a block address translation (BAT) mechanism for mapping large blocks of memory. Block sizes range from
128 Kbyte to 256 Mbyte and are software-selectable. The MMU of 64-bit PowerPC processors uses an
interim virtual address (between 65 and 80 bits) and hashed page tables in the generation of physical
addresses that are < 62 bits in length.
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The MMU of a 32-bit PowerPC processor is similar except that it provides 4 Ghytes of effective address
space, a 52-bit interim virtual address and physical addresses that are < 32 bits in length. Table 7-1 MMU
Features Summary summarizes the features of PowerPC MMUs for 64-bit implementations and highlights
the differences for 32-bit implementations.

Two types of accesses generated by PowerPC processors require address translation: instruction accesses,

and data accesses to memory generated by load and store instructions. The address translation mechanism

is defined in terms of segment tables (or segment registers in 32-bit implementations) and page tables used

by PowerPC processors to locate the logical-to-physical address mapping for instruction and data accesses.
The segment information translates the logical address to an interim virtual address, and the page table infor-
mation translates the virtual address to a physical address.

Translation lookaside buffers (TLBs) are commonly implemented in PowerPC processors to keep recently-
used page table entries on-chip. Although their exact characteristics are not specified by the architecture, the
general concepts that are pertinent to the system software are described. Similarly, 64-bit implementations
contain segment lookaside buffers (SLBs) on-chip that contain recently-used segment table entries, however
the PowerPC Architecture does not define the exact characteristics for SLBs.

The block address translation (BAT) mechanism is a software-controlled array that stores the available block
address translations on-chip. BAT array entries are implemented as pairs of BAT registers that are accessible
as supervisor special-purpose registers (SPRs); refer to Section 7.4 Block Address Translation, for more
information.

TEMPORARY 64-BIT BRIDGE

The 64-bit bridge provides resources that may make it easier for a 32-bit operating system to migrate to
a 64-bit processor. The nature of these resources are largely determined by the fact that in a 32-bit
address space, only 16 segment descriptors are required to define all 4 Gbytes of memory. That is,
there are sixteen 256-Mbyte segments, as is the case in the 32-bit architecture description.

1.3 Changes to this Manual

This manual reflects changes made to the PowerPC Architecture, Version 2.01.
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2. PowerPC Register Set

This chapter describes the register organization defined by the three levels of the PowerPC Architecture:

« User instruction set architecture (UISA)
« Virtual environment architecture (VEA), and
» Operating environment architecture (OEA).

The PowerPC Architecture defines register-to-register operations for all computational instructions. Source
data for these instructions are accessed from the on-chip registers or are provided as immediate values
embedded in the opcode. The three-register instruction format allows specification of a target register distinct
from the two source registers, thus preserving the original data for use by other instructions and reducing the
number of instructions required for certain operations. Data is transferred between memory and registers with
explicit load and store instructions only.

Note: The handling of reserved bits in any register is implementation-dependent. Software is permitted to
write any value to a reserved bit in a register. However, a subsequent reading of the reserved bit returns O if
the value last written to the bit was 0 and returns an undefined value (may be 0 or 1) otherwise. This means
that even if the last value written to a reserved bit was 1, reading that bit may return 0.

2.1 Overview of the PowerPC UISA Registers

The PowerPC UISA registers, shown in Figure 2-1, can be accessed by either user or supervisor-level
instructions (the architecture specification refers to user-level and supervisor-level as problem state and priv-
ileged state respectively). The general-purpose registers (GPRs) and floating-point registers (FPRs) are
accessed as instruction operands. Access to registers can be explicit (that is, through the use of specific
instructions for that purpose such as Move to Special-Purpose Register (mtspr ) and Move from Special-
Purpose Register (mfspr ) instructions) or implicit as part of the execution of an instruction. Some registers
are accessed both explicitly and implicitly.

The number to the right of the register name indicates the number that is used in the syntax of the instruction
operand to access the register (for example, the number used to access the XER is SPR 1).

Note: The general-purpose registers (GPRSs), link register (LR), fixed point exception register (XER), and
count register (CTR) are 64 bits wide on 64-bit implementations and 32 bits wide on 32-bit implementations.

pem?2_regset.fm.2.3 PowerPC Register Set
March 31, 2005 Page 45 of 721



Programming Environments Manual

PowerPC RISC Microprocessor Family

Figure 2-1. UISA Programming Model—User-Level Registers
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These registers are 32-bit registers only.
. These registers are on 32-bit implementations only.

. These registers are on 64-bit implementations only.

. These registers are implementation dependent.

. 64-bit registers operating in 32-bit mode clear the high order 32-bits.
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The user-level registers can be accessed by all software with either user or supervisor privileges. The user-
level registers are:

General-purpose registers (GPRs). The general-purpose register file consists of 32 GPRs designated as
GPRO-GPR31. The GPRs serve as either the data source or the destination registers for all integer
instructions and provide data for generating addresses. For more information see Section 2.1.1 General-
Purpose Registers (GPRs) on page 48.

Floating-point registers (FPRs). The floating-point register file consists of 32 FPRs designated as FPRO—
FPR31,; these registers serve as either the data source or the destination for all floating-point instructions.
While the floating-point model includes data objects of either single or double-precision floating-point for-
mat, the FPRs only contain data in double-precision format. For more information, see Section 2.1.2
Floating-Point Registers (FPRs) on page 48.

Condition register (CR). The condition register is a 32-bit register that is divided into eight 4-bit fields,
CRO-CRY. This register stores the results of certain arithmetic operations and provides a mechanism for
testing and branching. For more information, see Section 2.1.3 Condition Register (CR) on page 49.

Floating-point status and control register (FPSCR). The floating-point status and control register contains
all floating-point exception signal bits, exception summary bits, exception enable bits, and rounding con-
trol bits needed for compliance with the IEEE 754 standard. For more information, see Section 2.1.4
Floating-Point Status and Control Register (FPSCR) on page 51.

Note: The architecture specification refers to exceptions as interrupts.

Fixed point exception register (XER). The fixed point exception register indicates overflows and carry
conditions for integer operations and the number of bytes to be transferred by the load/store string
indexed instructions. For more information, see Section 2.1.5 XER Register (XER) on page 54.

Link register (LR). The link register provides the branch target address for the Branch Conditional to Link
Register (bclr x) instructions, and can optionally be used to hold the effective address of the instruction
that follows a branch with link update instruction in the instruction stream, typically used for loading the
return pointer for a subroutine. For more information, see Section 2.1.6 Link Register (LR) on page 55.

Count register (CTR). The count register holds a loop count that can be decremented during execution of
appropriately coded branch instructions. The CTR can also provide the branch target address for the
Branch Conditional to Count Register (bcctr x) instructions. For more information, see Section 2.1.7
Count Register (CTR) on page 56.
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2.1.1 General-Purpose Registers (GPRs)

Integer data is manipulated in the processor’'s 32 GPRs shown in Figure 2-2. These registers are 64-bit regis-
ters in 64-bit implementations and 32-bit registers in 32-bit implementations. The GPRs are accessed as
either source or destination registers in the instruction syntax.

Figure 2-2. General-Purpose Registers (GPRS)

GPRO

GPR1

GPR31

2.1.2 Floating-Point Registers (FPRS)

The PowerPC Architecture provides thirty-two 64-bit FPRs as shown in Figure 2-3. These registers are
accessed as either source or destination registers for floating-point instructions. Each FPR supports the
double-precision floating-point format. Every instruction that interprets the contents of an FPR as a floating-
point value uses the double-precision floating-point format for this interpretation.

Note: FPRs are 64 bits on both 64-bit and 32-bit processor implementations.

Instructions for all floating-point arithmetic operations use the data located in the FPRs and, with the excep-
tion of compare instructions, place the result into a FPR. Information about the status of floating-point opera-
tions is placed into the FPSCR and in some cases, into the CR after the completion of instruction execution.
For information on how the CR is affected for floating-point operations, see Section 2.1.3 Condition Register
(CR).

Instructions to load and to store floating-point double precision values transfer 64 bits of data between
memory and the FPRs with no conversion.

Instructions to load floating-point single precision values are provided to read single-precision floating-point
values from memory, convert them to double-precision floating-point format, and place them in the target
floating-point register.

Instructions to store single-precision values are provided to read double-precision floating-point values from a
floating-point register, convert them to single-precision floating-point format, and place them in the target
memory location.

Instructions for single and double-precision arithmetic operations accept values from the FPRs in double-
precision format. For instructions of single-precision arithmetic and store operations, all input values must be
representable in single-precision format; otherwise, the results placed into the target FPR (or the memory
location) and the setting of status bits in the FPSCR and in the condition register (if the instruction’s record bit,
Rc, is set) are undefined.
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The floating-point arithmetic instructions produce intermediate results that may be regarded as infinitely
precise and with unbounded exponent range. This intermediate result is normalized or denormalized if
required, and then rounded to the destination format. The final result is then placed into the target FPR in the
double-precision format or in fixed-point format, depending on the instruction. Refer to Section 3.3 Floating-
Point Execution Models—UISA on page 100 for more information.

Figure 2-3. Floating-Point Registers (FPRS)

FPRO
FPR1

FPR31

2.1.3 Condition Register (CR)

The condition register (CR) is a 32-bit register that reflects the result of certain operations and provides a
mechanism for testing and branching. The bits in the CR are grouped into eight 4-bit fields, CRO—CR7, as
shown in Figure 2-4.

Figure 2-4. Condition Register (CR)

CRO CR1 CR2 CR3 CR4 CR5 CR6 CR7

0 34 7 8 11 12 15 16 19 20 23 24 27 28 31

The CR fields can be set in one of the following ways:
» Specified fields of the CR can be set from a GPR by using the mtcrf and mtocrf instruction.
» The contents of the XER[0-3] can be moved to another CR field by using the mcrf instruction.
» A specified field of the XER can be copied to a specified field of the CR by using the mcrxr instruction.
» A specified field of the FPSCR can be copied to a specified field of the CR by using the mcrfs instruction.

 Logical instructions of the condition register can be used to perform logical operations on specified bits in
the condition register.

¢ CRO can be the implicit result of an integer instruction.
* CR1 can be the implicit result of a floating-point instruction.

» A specified CR field can indicate the result of either an integer or floating-point compare instruction.

Note: Branch instructions are provided to test individual CR bits.
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2.1.3.1 Condition Register CRO Field Definition

For all integer instructions, when the CR is set to reflect the result of the operation (that is, when Rc = 1), and
for addic. , andi., and andis. , the first three bits of CRO are set by an algebraic comparison of the result to
zero; the fourth bit of CRO is copied from XER[SO]. For integer instructions, CR bits [0-3] are set to reflect the
result as a signed quantity.

The CR bits are interpreted as shown in Table 2-1. If any portion of the result is undefined, the value placed
into the first three bits of CRO is undefined. The stwcx. and stdcx. instructions also set the CRO field.

Table 2-1. Bit Settings for CRO Field of CR

CRO Bit Description
0 Negative (LT)—This bit is set when the result is negative.
1 Positive (GT)—This bit is set when the result is positive (and not zero).
2 Zero (EQ)—This bit is set when the result is zero or when a stwex. or stdex. successfully completes.
3 Summary overflow (SO)—This is a copy of the final state of XER[SQO] at the completion of the instruction.

Note: If overflow occurs, CRO may not reflect the true (infinitely precise) result.
CRO bits [0-2] are undefined if Rc = 1 for the mulhw , mulhwu , divw , and divwu instructions in 64-bit mode.

2.1.3.2 Condition Register CR1 Field Definition

In all floating-point instructions when the CR is set to reflect the result of the operation (Rc=1), CR1 (bits [4-7]
of the CR) is copied from bits [0-3] of the FPSCR and indicates the floating-point exception status. For more
information about the FPSCR, see Section 2.1.4 Floating-Point Status and Control Register (FPSCR). The bit
settings for the CRL1 field are shown in Table 2-2.

Table 2-2. Bit Settings for CR1 Field of CR

CR1 Bit Description

Floating-point exception summary (FX)—This is a copy of the final state of FPSCR[FX] at the completion of the

4 instruction.

Floating-point enabled exception summary (FEX)—This is a copy of the final state of FPSCR[FEX] at the comple-

5 tion of the instruction.
6 Floating-point invalid operation exception summary (VX)—This is a copy of the final state of FPSCR[VX] at the
completion of the instruction.
7 Floating-point overflow exception (OX)—This is a copy of the final state of FPSCR[OX] at the completion of the
instruction.
PowerPC Register Set pem?2_regset.fm.2.3
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2.1.3.3 Condition Register CR n Field—Compare Instruction

For a compare instruction, when a specified CR field is set to reflect the result of the comparison, the bits of
the specified field are interpreted as shown in Table 2-3.

Table 2-3. CRn Field Bit Settings for Compare Instructions

CRn Bit1 |Description 2

Less than or floating-point less than (LT, FL).
0 For integer compare instructions: rA < SIMM or rB (signed comparison) or rA < UIMM or rB (unsigned comparison).
For floating-point compare instructions: frA < frB.

Greater than or floating-point greater than (GT, FG).
1 For integer compare instructions: rA > SIMM or rB (signed comparison) or rA > UIMM or rB (unsigned comparison).
For floating-point compare instructions: frA > frB.

Equal or floating-point equal (EQ, FE).
2 For integer compare instructions: rA = SIMM, UIMM, or rB.
For floating-point compare instructions: frA = frB.

Summary overflow or floating-point unordered (SO, FU).
3 For integer compare instructions: This is a copy of the final state of XER[SO] at the completion of the instruction.
For floating-point compare instructions: One or both of frA and frB is a Not a Number (NaN).

Notes:

1. Here, the bit indicates the bit number in any one of the 4-bit subfields, CRO-CR?7.
2. For a complete description of instruction syntax conventions, refer to Table 8-2 on page 346.

2.1.4 Floating-Point Status and Control Register (FPSCR)

The Floating-Point Status and Control Register (FPSCR), shown in Figure 2-5, is used for:
* Recording exceptions generated by floating-point operations
* Recording the type of the result produced by a floating-point operation
« Controlling the rounding mode used by floating-point operations

» Enabling or disabling the reporting of exceptions (that is, invoking the exception handler)

Bits [0—-23] are status bits. Bits [24—31] are control bits. Status bits in the FPSCR are updated at the comple-
tion of the instruction execution.

Except for the floating-point enabled exception summary (FEX) and floating-point invalid operation exception
summary (VX), the exception condition bits in the FPSCR (bits [3—12] and [21-23]) are sticky. Once set,
sticky bits remain set until they are cleared by the relevant mcrfs , mtfsfi , mtfsf , or mtfsb0 instruction.

FEX and VX are the logical ORs of other FPSCR bits. Therefore, these two bits are not listed among the
FPSCR bits directly affected by the various instructions.
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Figure 2-5. Floating-Point Status and Control Register (FPSCR)
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A listing of FPSCR bit settings is shown in Table 2-4.

Table 2-4. FPSCR Bit Settings

Bit(s)

10

11

12

13

Name

FX

FEX

VX

OX

UXx
ZX

XX

VXSNAN

VXISI

VXIDI

VXzZDZz

VXIMZ

VXVC

FR
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Description

Floating-point exception summary. Every floating-point instruction, except mtfsfi and mtfsf , implicitly sets
FPSCR[FX] if that instruction causes any of the floating-point exception bits in the FPSCR to transition from 0
to 1. The mcrfs , mtfsfi , mtfsf , mtfsb0 , and mtfsb1l instructions can alter FPSCR[FX] explicitly. This is a sticky
bit.

Floating-point enabled exception summary. This bit signals the occurrence of any of the enabled exception
conditions. It is the logical OR of all the floating-point exception bits masked by their respective enable bits
(FEX = (VX & VE) » (OX & OE) ~ (UX & UE) * (ZX & ZE) ™ (XX & XE)). The mcrfs , mtfsf , mtfsfi , mtfsb0 , and
mtfsb1 instructions cannot alter FPSCR[FEX] explicitly. This is not a sticky bit.

Floating-point invalid operation exception summary. This bit signals the occurrence of any invalid operation
exception. It is the logical OR of all of the invalid operation exceptions. The mcrfs , mtfsf , mtfsfi , mtfsbO , and
mtfsb1 instructions cannot alter FPSCR[VX] explicitly. This is not a sticky bit.

Floating-point overflow exception. This is a sticky bit. See Section 3.3.6.2 Overflow, Underflow, and Inexact
Exception Conditions on page 121.

Floating-point underflow exception. This is a sticky bit. See Underflow Exception Condition on page 124.
Floating-point zero divide exception. This is a sticky bit. See Zero Divide Exception Condition on page 120.

Floating-point inexact exception. This is a sticky bit. See Inexact Exception Condition on page 125.

FPSCR[XX] is the sticky version of FPSCR[FI]. The following rules describe how FPSCR[XX] is set by a given
instruction:

 If the instruction affects FPSCR[FI], the new value of FPSCR[XX] is obtained by logically ORing the old
value of FPSCR[XX] with the new value of FPSCR[FI].

« If the instruction does not affect FPSCR[FI], the value of FPSCR[XX] is unchanged.

Floating-point invalid operation exception for SNaN. This is a sticky bit. See Invalid Operation Exception Condi-
tion on page 119.

Floating-point invalid operation exception for o — o0, This is a sticky bit. See Invalid Operation Exception Condi-
tion on page 119.

Floating-point invalid operation exception for « + . This is a sticky bit. See Invalid Operation Exception Condi-
tion on page 119.

Floating-point invalid operation exception for 0 + 0. This is a sticky bit. See Invalid Operation Exception Condi-
tion on page 119.

Floating-point invalid operation exception for  * 0. This is a sticky bit. See Invalid Operation Exception Condi-
tion on page 119.

Floating-point invalid operation exception for invalid compare. This is a sticky bit. See Invalid Operation Excep-
tion Condition on page 119.

Floating-point fraction rounded. The last arithmetic or rounding and conversion instruction that rounded the
intermediate result incremented the fraction. See Section 3.3.5 Rounding. This bit is not sticky.

pem2_regset.fm.2.3
March 31, 2005



Programming Environments Manual

PowerPC RISC Microprocessor Family

Table 2-4. FPSCR Bit Settings (Continued)

Bit(s) Name
14 FI
15-19 FPRF
20 —
21 VXSOFT
22 VXSQRT
23 VXCVI
24 VE
25 OE
26 UE
27 ZE
28 XE
29 NI
30-31 RN

pem2_regset.fm.2.3
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Description

Floating-point fraction inexact. The last arithmetic or rounding and conversion instruction either rounded the
intermediate result (producing an inexact fraction) or caused a disabled overflow exception. See Section 3.3.5
Rounding. This is not a sticky bit. For more information regarding the relationship between FPSCRI[FI] and
FPSCR[XX], see the description of the FPSCR[XX] bit.

Floating-point result flags. For arithmetic, rounding, and conversion instructions, the field is based on the result
placed into the target register, except that if any portion of the result is undefined, the value placed here is
undefined.

15 Floating-point result class descriptor (C). Arithmetic, rounding, and conversion instructions may set
this bit with the FPCC bits to indicate the class of the result as shown in Table 2-5.

16-19 Floating-point condition code (FPCC). Floating-point compare instructions always set one of the
FPCC bits to one and the other three FPCC bits to zero. Arithmetic, rounding, and conversion instruc-
tions may set the FPCC bits with the C bit to indicate the class of the result. Note that in this case the
high-order three bits of the FPCC retain their relational significance indicating that the value is less
than, greater than, or equal to zero.

16 Floating-point less than or negative (FL or <)
17 Floating-point greater than or positive (FG or >)
18 Floating-point equal or zero (FE or =)

19 Floating-point unordered or NaN (FU or ?)

Note: These are not sticky bits.
Reserved

Floating-point invalid operation exception for software request. This is a sticky bit. This bit can be altered only
by the mcrfs , mtfsfi , mtfsf , mtfsbO , or mtfsb1 instructions. For more detailed information, refer to Invalid
Operation Exception Condition on page 119.

Floating-point invalid operation exception for invalid square root. This is a sticky bit. For more detailed informa-
tion, refer to Invalid Operation Exception Condition on page 119.

Note: If the implementation does not support the optional Floating Square Root or Floating Reciprocal Square
Root Estimate instruction, software can simulate the instruction and set this bit to reflect the exception.

Floating-point invalid operation exception for invalid integer convert. This is a sticky bit. See Invalid Operation
Exception Condition on page 119.

Floating-point invalid operation exception enable. See Invalid Operation Exception Condition on page 119.

|IEEE floating-point overflow exception enable.
See Section 3.3.6.2 Overflow, Underflow, and Inexact Exception Conditions on page 121.

|IEEE floating-point underflow exception enable. See Underflow Exception Condition on page 124.
IEEE floating-point zero divide exception enable. See Zero Divide Exception Condition on page 120.
Floating-point inexact exception enable. See Inexact Exception Condition on page 125.

Floating-point non-IEEE mode. If this bit is set, results need not conform with IEEE standards and the other
FPSCR bits may have meanings other than those described here. If the bit is set and if all implementation-spe-
cific requirements are met and if an IEEE-conforming result of a floating-point operation would be a denormal-
ized number, the result produced is zero (retaining the sign of the denormalized number). Any other effects
associated with setting this bit are described in the user's manual for the implementation (the effects are imple-
mentation-dependent).

Note: When the processor is in floating-point non-IEEE mode, the results of floating-point operations may be
approximate, and performance for these operations may be better, more predictable, or less data-dependent
than when the processor is not in non-IEEE mode. For example, in non-IEEE mode an implementation may
return O instead of a denormalized number, and may return a large number instead of an infinity.

Floating-point rounding control. See Section 3.3.5 Rounding.

00 Round to nearest

01 Round toward zero

10 Round toward +infinity
11 Round toward —infinity
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Table 2-5 illustrates the floating-point result flags used by PowerPC processors. The result flags correspond
to FPSCR bits [15-19].

Table 2-5. Floating-Point Result Flags in FPSCR

Result Flags (Bits [15-19])
Result Value Class
< >

1
-~

Quiet NaN

—Infinity

—Normalized number
—Denormalized number
-Zero

+Zero

+Denormalized number

+Normalized number

oo r O kR Ll o O | O
o o o o Ok + = o
P P P O O O o ol o
o O O|kFr BB | O O o o
P o o o o o o r|

+Infinity

2.1.5 XER Register (XER)

The fixed-point exception register (XER) is a 64-bit register in 64-bit implementations (refer to Figure 2-6) and
a 32-bit register in 32-bit implementations. The XER register is a user-level register.

Figure 2-6. XER Register—64-Bit Implementations

|:| Reserved

0000 0000 0000 0000 0000 0000 0000 0000 | SO|OV|CA 0 0000 0000 0000 0000 O Byte count
0 31 32 33 34 35 56 57 63

The bit definitions for XER, shown in Table 2-6, are based on the operation of an instruction considered as a
whole, not on intermediate results. For example, the result of the Subtract from Carrying (subfc x) instruction
is specified as the sum of three values. This instruction sets bits in the XER based on the entire operation, not
on an intermediate sum.
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Table 2-6. XER Bit Definitions

Bit(s) Name |Description
0-31 - Reserved (in 64-bit implementations)

Summary overflow. The summary overflow bit [SO] is set whenever an instruction (except mtspr ) sets the overflow
bit [OV]. Once set, the [SQO] bit remains set until it is cleared by an mtspr instruction (specifying the XER) or an

32 SO mcrxr instruction. It is not altered by compare instructions, nor by other instructions (except mtspr to the XER, and
mcrxr) that cannot overflow. Executing an mtspr instruction to the XER, supplying the values zero for [SO] and one
for [OV], causes [SQO] to be cleared and [OV] to be set.

Overflow. The overflow bit [OV] is set to indicate that an overflow has occurred during execution of an instruction.
Add, subtract from, and negate instructions having OE = 1 set the [OV] bit if the carry out of the msb is not 